The following operators belong to **Generation Operators**category  
Range  
Repeat  
Empty   
  
   
  
**Range operator generates a sequence of integers within a specified range.** This method has 2 integer parameters. The start parameter specifies the integer to start with and the count parameter specifies the number of sequential integers to generate.  
  
For example to print the first 10 even numbers without using LINQ, we would use a for loop as shown below.

for (int i = 1; i <= 10; i++)

{

    if (i % 2 == 0)

    {

        Console.WriteLine(i);

    }

}

To achieve the same using LINQ, we can use **Range**method as shown below.

var evenNumbers = Enumerable.Range(1, 10).Where(x => x % 2 == 0);

foreach (int i in evenNumbers)

{

    Console.WriteLine(i);

}

Output :    
![linq range example](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABoAAABHCAIAAACWOMCwAAAAA3NCSVQICAjb4U/gAAAAX3pUWHRSYXcgcHJvZmlsZSB0eXBlIEFQUDEAAAiZ40pPzUstykxWKCjKT8vMSeVSAANjEy4TSxNLo0QDAwMLAwgwNDAwNgSSRkC2OVQo0QAFmJibpQGhuVmymSmIzwUAT7oVaBst2IwAAADUSURBVFiF7ZdRDsQgCETtZg/G0TnafpiQjQ4W0LbbLu+rMc2II4iWkjyTDY4ys3wT0dQMzCxy398WXlMzd7z7odnVaXhXenctry7YChGaCipZWWSB3VDlYjuL5apWoHiBXFirwOMTLnPNMXPx8Yl7RWVlx3giqndi3ALXfqVRHJ93TWgu79ToiKgKXVlkp9RsVquFv7ob3y7v0rukZ+eO0hgXbyN9xjUjMCXBq8eSt9o/IO+kh3m1sJwFbT633NiKSHQDK9xyY1tNDwGRmLm+JMlhfADd+JY+Vo5gnwAAAABJRU5ErkJggg==)   
  
**Repeat**operator is used to generate a sequence that contains one repeated value.  
  
**For example**the following code returns a string sequence that contains **5 "Hello" string objects**in it.

var result = Enumerable.Repeat("Hello", 5);

foreach (var v in result)

{

    Console.WriteLine(v);

}

**Output:**   
![linq repeat n times](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADUAAABGCAIAAADjMktIAAAAA3NCSVQICAjb4U/gAAAAX3pUWHRSYXcgcHJvZmlsZSB0eXBlIEFQUDEAAAiZ40pPzUstykxWKCjKT8vMSeVSAANjEy4TSxNLo0QDAwMLAwgwNDAwNgSSRkC2OVQo0QAFmJibpQGhuVmymSmIzwUAT7oVaBst2IwAAADFSURBVGiB7ZVLDsMgDAXdKgfz0X20LrIAQSnGbvoRM6voBYiFCSMCAP/KrY/MTERUtXl+wTnspB48yv3cA3N6VPXp50e5n/fUdx3H0uh8v1bXGe6fmdWrSHUW66MZLs65znD/RpPDZcVY66/k2hog+H/03b+ItfvPc8/Vbz35hxsCPwX+xb8F/NuCf3Pg31mOf3cG/+LfAv5twb858O8sx787g3/xbwH/tuDfHPh3luPfncG/+LeAf1vwbw78O8vxLwB8hwd3JEp+1mLuyQAAAABJRU5ErkJggg==)   
  
**Empty operator returns an empty sequence of the specified type**. For example  
Enumerable.Empty<int>() - Returns an empty IEnumerable<int>  
Enumerable.Empty<string>() - Returns an empty IEnumerable<string>  
  
The question that comes to our mind is, **what is the use of Empty() method**. Here is an example where we could use Empty() method  
  
There may be scenarios where our application calls a method in a third party application that returns **IEnumerable<int>**. There may be a situation where the third party method returns null. For the purpose of this example, let us assume the third party method is similar to **GetIntegerSequence().**  
  
A NULL reference exception will be thrown if we run the following code

class Program

{

    public static void Main()

    {

        IEnumerable<int> result = GetIntegerSequence();

        foreach (var v in result)

        {

            Console.WriteLine(v);

        }

    }

    private static IEnumerable<int> GetIntegerSequence()

    {

        return null;

    }

}

One way to fix this is to **check for NULL**before looping thru the items in the result as shown below.

class Program

{

    public static void Main()

    {

        IEnumerable<int> result = GetIntegerSequence();

        if (result != null)

        {

            foreach (var v in result)

            {

                Console.WriteLine(v);

            }

        }

    }

    private static IEnumerable<int> GetIntegerSequence()

    {

        return null;

    }

}

The other way to fix it, is by using **Empty()**linq method as shown below. Here we are using **NULL-COALESCING operator**that checks if the **GetIntegerSequence()**method returns NULL, in which case the result variable is initialized with an empty **IEnumerable<int>.**

class Program

{

    public static void Main()

    {

        IEnumerable<int> result = GetIntegerSequence() ?? Enumerable.Empty<int>();

        foreach (var v in result)

        {

            Console.WriteLine(v);

        }

    }

    private static IEnumerable<int> GetIntegerSequence()

    {

        return null;

    }

}